Reactive Forms

Introduction to Reactive Forms

Angular offers two form-building technologies: *reactive* forms and *template-driven* forms. The two technologies belong to the @angular/forms library and share a common set of form control classes.

But they diverge markedly in philosophy, programming style, and technique. They even have their own modules: the [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule) and the [FormsModule](https://angular.io/api/forms/FormsModule).

*Reactive* forms

Angular *reactive* forms facilitate a *reactive style* of programming that favors explicit management of the data flowing between a non-UI *data model* (typically retrieved from a server) and a UI-oriented *form model* that retains the states and values of the HTML controls on screen. Reactive forms offer the ease of using reactive patterns, testing, and validation.

With *reactive* forms, you create a tree of Angular form control objects in the component class and bind them to native form control elements in the component template, using techniques described in this guide.

You create and manipulate form control objects directly in the component class. As the component class has immediate access to both the data model and the form control structure, you can push data model values into the form controls and pull user-changed values back out. The component can observe changes in form control state and react to those changes.

One advantage of working with form control objects directly is that value and validity updates are [always synchronous and under your control](https://angular.io/guide/reactive-forms#async-vs-sync). You won't encounter the timing issues that sometimes plague a template-driven form and reactive forms can be easier to unit test.

In keeping with the reactive paradigm, the component preserves the immutability of the *data model*, treating it as a pure source of original values. Rather than update the data model directly, the component extracts user changes and forwards them to an external component or service, which does something with them (such as saving them) and returns a new *data model* to the component that reflects the updated model state.

Using reactive form directives does not require you to follow all reactive priniciples, but it does facilitate the reactive programming approach should you choose to use it.

*Template-driven* forms

*Template-driven* forms, introduced in the [Template guide](https://angular.io/guide/forms), take a completely different approach.

You place HTML form controls (such as <input> and <select>) in the component template and bind them to *data model* properties in the component, using directives like [ngModel](https://angular.io/api/forms/NgModel).

You don't create Angular form control objects. Angular directives create them for you, using the information in your data bindings. You don't push and pull data values. Angular handles that for you with [ngModel](https://angular.io/api/forms/NgModel). Angular updates the mutable *data model* with user changes as they happen.

For this reason, the [ngModel](https://angular.io/api/forms/NgModel) directive is not part of the ReactiveFormsModule.

While this means less code in the component class, [template-driven forms are asynchronous](https://angular.io/guide/reactive-forms#async-vs-sync) which may complicate development in more advanced scenarios.

Async vs. sync

Reactive forms are synchronous. Template-driven forms are asynchronous. It's a difference that matters.

In reactive forms, you create the entire form control tree in code. You can immediately update a value or drill down through the descendents of the parent form because all controls are always available.

Template-driven forms delegate creation of their form controls to directives. To avoid "*changed after checked*" errors, these directives take more than one cycle to build the entire control tree. That means you must wait a tick before manipulating any of the controls from within the component class.

For example, if you inject the form control with a @[ViewChild](https://angular.io/api/core/ViewChild)([NgForm](https://angular.io/api/forms/NgForm)) query and examine it in the [ngAfterViewInit lifecycle hook](https://angular.io/guide/lifecycle-hooks#afterview), you'll discover that it has no children. You must wait a tick, using setTimeout, before you can extract a value from a control, test its validity, or set it to a new value.

The asynchrony of template-driven forms also complicates unit testing. You must wrap your test block in [async](https://angular.io/api/core/testing/async)() or [fakeAsync](https://angular.io/api/core/testing/fakeAsync)() to avoid looking for values in the form that aren't there yet. With reactive forms, everything is available when you expect it to be.

Which is better, reactive or template-driven?

Neither is "better". They're two different architectural paradigms, with their own strengths and weaknesses. Choose the approach that works best for you. You may decide to use both in the same application.

The balance of this *reactive forms* guide explores the *reactive* paradigm and concentrates exclusively on reactive forms techniques. For information on *template-driven forms*, see the [*Forms*](https://angular.io/guide/forms) guide.

In the next section, you'll set up your project for the reactive form demo. Then you'll learn about the [Angular form classes](https://angular.io/guide/reactive-forms#essentials) and how to use them in a reactive form.

Setup

Create a new project named angular-reactive-forms:

content\_copyng new angular-reactive-forms

Create a data model

The focus of this guide is a reactive forms component that edits a hero. You'll need a hero class and some hero data.

Using the CLI, generate a new class named data-model:

content\_copyng generate class data-model

And copy the content below:

src/app/data-model.ts

content\_copyexport class Hero {

id = 0;

name = '';

addresses: Address[];

}

export class Address {

street = '';

city = '';

state = '';

zip = '';

}

export const heroes: Hero[] = [

{

id: 1,

name: 'Whirlwind',

addresses: [

{street: '123 Main', city: 'Anywhere', state: 'CA', zip: '94801'},

{street: '456 Maple', city: 'Somewhere', state: 'VA', zip: '23226'},

]

},

{

id: 2,

name: 'Bombastic',

addresses: [

{street: '789 Elm', city: 'Smallville', state: 'OH', zip: '04501'},

]

},

{

id: 3,

name: 'Magneta',

addresses: [ ]

},

];

export const states = ['CA', 'MD', 'OH', 'VA'];

The file exports two classes and two constants. The Address and Hero classes define the application *data model*. The heroes and states constants supply the test data.

Create a *reactive forms* component

Generate a new component named HeroDetail:

content\_copyng generate component HeroDetail

And import:

src/app/hero-detail/hero-detail.component.ts

content\_copyimport { [FormControl](https://angular.io/api/forms/FormControl) } from '@angular/forms';

Next, update the HeroDetailComponent class with a [FormControl](https://angular.io/api/forms/FormControl). [FormControl](https://angular.io/api/forms/FormControl) is a directive that allows you to create and manage a [FormControl](https://angular.io/api/forms/FormControl) instance directly.

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copyexport class HeroDetailComponent1 {

name = new [FormControl](https://angular.io/api/forms/FormControl)();

}

Here you are creating a [FormControl](https://angular.io/api/forms/FormControl) called name. It will be bound in the template to an HTML input box for the hero name.

A [FormControl](https://angular.io/api/forms/FormControl) constructor accepts three, optional arguments: the initial data value, an array of validators, and an array of async validators.

This simple control doesn't have data or validators. In real apps, most form controls have both.

This guide touches only briefly on [Validators](https://angular.io/api/forms/Validators). For an in-depth look at them, read the [Form Validation](https://angular.io/guide/form-validation) guide.

Create the template

Now update the component's template, with the following markup.

src/app/hero-detail/hero-detail.component.html

content\_copy<h2>Hero Detail</h2>

<h3><i>Just [a](https://angular.io/api/router/RouterLinkWithHref) [FormControl](https://angular.io/api/forms/FormControl)</i></h3>

<label class="center-block">Name:

<input class="form-control" [formControl]="name">

</label>

To let Angular know that this is the input that you want to associate to the name [FormControl](https://angular.io/api/forms/FormControl) in the class, you need [formControl]="name" in the template on the <input>.

Disregard the form-control *CSS* class. It belongs to the [Bootstrap CSS library](http://getbootstrap.com/), not Angular. It *styles* the form but in no way impacts the logic of the form.

Import the *ReactiveFormsModule*

The HeroDetailComponent template uses [formControlName](https://angular.io/api/forms/FormControlName) directive from the [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule).

Do the following two things in app.module.ts:

1. Use a JavaScript import statement to access the [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule).
2. Add [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule) to the AppModule's imports list.

src/app/app.module.ts (excerpt)

content\_copyimport { [NgModule](https://angular.io/api/core/NgModule) } from '@angular/core';

import { [BrowserModule](https://angular.io/api/platform-browser/BrowserModule) } from '@angular/platform-browser';

import { [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule) } from '@angular/forms'; // <-- #1 import module

import { AppComponent } from './app.component';

import { HeroDetailComponent } from './hero-detail/hero-detail.component'; // <-- #1 import component

@[NgModule](https://angular.io/api/core/NgModule)({

imports: [

[BrowserModule](https://angular.io/api/platform-browser/BrowserModule),

[ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule) // <-- #2 add to @[NgModule](https://angular.io/api/core/NgModule) imports

],

declarations: [

AppComponent,

HeroDetailComponent,

],

bootstrap: [ AppComponent ]

})

export class AppModule { }

Display the *HeroDetailComponent*

Revise the AppComponent template so it displays the HeroDetailComponent.

src/app/app.component.html

content\_copy<div class="container">

<h1>Reactive Forms</h1>

<app-hero-detail></app-hero-detail>

</div>

Essential form classes

It may be helpful to read a brief description of the core form classes.

* [*AbstractControl*](https://angular.io/api/forms/AbstractControl) is the abstract base class for the three concrete form control classes: [FormControl](https://angular.io/api/forms/FormControl), [FormGroup](https://angular.io/api/forms/FormGroup), and [FormArray](https://angular.io/api/forms/FormArray). It provides their common behaviors and properties, some of which are *observable*.
* [*FormControl*](https://angular.io/api/forms/FormControl) tracks the value and validity status of an *individual* form control. It corresponds to an HTML form control such as an input box or selector.
* [*FormGroup*](https://angular.io/api/forms/FormGroup) tracks the value and validity state of a *group* of [AbstractControl](https://angular.io/api/forms/AbstractControl) instances. The group's properties include its child controls. The top-level form in your component is a [FormGroup](https://angular.io/api/forms/FormGroup).
* [*FormArray*](https://angular.io/api/forms/FormArray) tracks the value and validity state of a numerically indexed *array* of [AbstractControl](https://angular.io/api/forms/AbstractControl) instances.

You'll learn more about these classes as you work through this guide.

Style the app

You used bootstrap CSS classes in the template HTML of both the AppComponent and the HeroDetailComponent. Add the bootstrap*CSS stylesheet* to the head of styles.css:

styles.css

content\_copy@import url('https://unpkg.com/bootstrap@3.3.7/dist/css/bootstrap.min.css');

Now that everything is wired up, the browser should display something like this:

![Single FormControl](data:image/png;base64,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)

Add a FormGroup

Usually, if you have multiple *FormControls*, you'll want to register them within a parent [FormGroup](https://angular.io/api/forms/FormGroup). This is simple to do. To add a [FormGroup](https://angular.io/api/forms/FormGroup), add it to the imports section of hero-detail.component.ts:

src/app/hero-detail/hero-detail.component.ts

content\_copyimport { [Component](https://angular.io/api/core/Component) } from '@angular/core';

import { [FormControl](https://angular.io/api/forms/FormControl), [FormGroup](https://angular.io/api/forms/FormGroup) } from '@angular/forms';

In the class, wrap the [FormControl](https://angular.io/api/forms/FormControl) in a [FormGroup](https://angular.io/api/forms/FormGroup) called heroForm as follows:

src/app/hero-detail/hero-detail.component.ts

content\_copyexport class HeroDetailComponent2 {

heroForm = new [FormGroup](https://angular.io/api/forms/FormGroup) ({

name: new [FormControl](https://angular.io/api/forms/FormControl)()

});

}

Now that you've made changes in the class, they need to be reflected in the template. Update hero-detail.component.html by replacing it with the following.

src/app/hero-detail/hero-detail.component.html

content\_copy<h2>Hero Detail</h2>

<h3><i>[FormControl](https://angular.io/api/forms/FormControl) in [a](https://angular.io/api/router/RouterLinkWithHref) [FormGroup](https://angular.io/api/forms/FormGroup)</i></h3>

<form [formGroup]="heroForm" novalidate>

<div class="form-group">

<label class="center-block">Name:

<input class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="name">

</label>

</div>

</form>

Notice that now the single input is in a form element. The novalidate attribute in the <form> element prevents the browser from attempting native HTML validations.

formGroup is a reactive form directive that takes an existing [FormGroup](https://angular.io/api/forms/FormGroup) instance and associates it with an HTML element. In this case, it associates the [FormGroup](https://angular.io/api/forms/FormGroup) you saved as heroForm with the form element.

Because the class now has a [FormGroup](https://angular.io/api/forms/FormGroup), you must update the template syntax for associating the input with the corresponding[FormControl](https://angular.io/api/forms/FormControl) in the component class. Without a parent [FormGroup](https://angular.io/api/forms/FormGroup), [formControl]="name" worked earlier because that directive can stand alone, that is, it works without being in a [FormGroup](https://angular.io/api/forms/FormGroup). With a parent [FormGroup](https://angular.io/api/forms/FormGroup), the name input needs the syntax[formControlName](https://angular.io/api/forms/FormControlName)=name in order to be associated with the correct [FormControl](https://angular.io/api/forms/FormControl) in the class. This syntax tells Angular to look for the parent [FormGroup](https://angular.io/api/forms/FormGroup), in this case heroForm, and then *inside* that group to look for a [FormControl](https://angular.io/api/forms/FormControl) called name.

Disregard the form-group *CSS* class. It belongs to the [Bootstrap CSS library](http://getbootstrap.com/), not Angular. Like the form-control class, it *styles*the form but in no way impacts its logic.

The form looks great. But does it work? When the user enters a name, where does the value go?

Taking a look at the form model

The value goes into the *form model* that backs the group's FormControls. To see the form model, add the following line after the closing form tag in the hero-detail.component.html:

src/app/hero-detail/hero-detail.component.html

content\_copy<p>[Form](https://angular.io/api/forms/Form) value: {{ heroForm.value | [json](https://angular.io/api/common/JsonPipe) }}</p>

<p>[Form](https://angular.io/api/forms/Form) status: {{ heroForm.status | [json](https://angular.io/api/common/JsonPipe) }}</p>

The heroForm.value returns the *form model*. Piping it through the [JsonPipe](https://angular.io/api/common/JsonPipe) renders the model as JSON in the browser:
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The initial name property value is the empty string. Type into the *name* input box and watch the keystokes appear in the JSON.

Great! You have the basics of a form.

In real life apps, forms get big fast. [FormBuilder](https://angular.io/api/forms/FormBuilder) makes form development and maintenance easier.

Introduction to *FormBuilder*

The [FormBuilder](https://angular.io/api/forms/FormBuilder) class helps reduce repetition and clutter by handling details of control creation for you.

To use [FormBuilder](https://angular.io/api/forms/FormBuilder), you need to import it into hero-detail.component.ts:

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copyimport { [Component](https://angular.io/api/core/Component) } from '@angular/core';

import { [FormBuilder](https://angular.io/api/forms/FormBuilder), [FormGroup](https://angular.io/api/forms/FormGroup) } from '@angular/forms';

Use it now to refactor the HeroDetailComponent into something that's a little easier to read and write, by following this plan:

* Explicitly declare the type of the heroForm property to be [FormGroup](https://angular.io/api/forms/FormGroup); you'll initialize it later.
* Inject a [FormBuilder](https://angular.io/api/forms/FormBuilder) into the constructor.
* Add a new method that uses the [FormBuilder](https://angular.io/api/forms/FormBuilder) to define the heroForm; call it createForm.
* Call createForm in the constructor.

The revised HeroDetailComponent looks like this:

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copyexport class HeroDetailComponent3 {

heroForm: [FormGroup](https://angular.io/api/forms/FormGroup); // <--- heroForm is of type [FormGroup](https://angular.io/api/forms/FormGroup)

constructor(private fb: [FormBuilder](https://angular.io/api/forms/FormBuilder)) { // <--- [inject](https://angular.io/api/core/testing/inject) [FormBuilder](https://angular.io/api/forms/FormBuilder)

this.createForm();

}

createForm() {

this.heroForm = this.fb.group({

name: '', // <--- the [FormControl](https://angular.io/api/forms/FormControl) called "name"

});

}

}

[FormBuilder](https://angular.io/api/forms/FormBuilder).group is a factory method that creates a [FormGroup](https://angular.io/api/forms/FormGroup).   [FormBuilder](https://angular.io/api/forms/FormBuilder).group takes an object whose keys and values are [FormControl](https://angular.io/api/forms/FormControl) names and their definitions. In this example, the name control is defined by its initial data value, an empty string.

Defining a group of controls in a single object makes for a compact, readable style. It beats writing an equivalent series of new[FormControl](https://angular.io/api/forms/FormControl)(...) statements.

Validators.required

Though this guide doesn't go deeply into validations, here is one example that demonstrates the simplicity of using [Validators](https://angular.io/api/forms/Validators).required in reactive forms.

First, import the [Validators](https://angular.io/api/forms/Validators) symbol.

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copyimport { [Component](https://angular.io/api/core/Component) } from '@angular/core';

import { [FormBuilder](https://angular.io/api/forms/FormBuilder), [FormGroup](https://angular.io/api/forms/FormGroup), [Validators](https://angular.io/api/forms/Validators) } from '@angular/forms';

To make the name [FormControl](https://angular.io/api/forms/FormControl) required, replace the name property in the [FormGroup](https://angular.io/api/forms/FormGroup) with an array. The first item is the initial value for name; the second is the required validator, [Validators](https://angular.io/api/forms/Validators).required.

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copythis.heroForm = this.fb.group({

name: ['', [Validators](https://angular.io/api/forms/Validators).required ],

});

Reactive validators are simple, composable functions. Configuring validation is harder in template-driven forms where you must wrap validators in a directive.

Update the diagnostic message at the bottom of the template to display the form's validity status.

src/app/hero-detail/hero-detail.component.html (excerpt)

content\_copy<p>[Form](https://angular.io/api/forms/Form) value: {{ heroForm.value | [json](https://angular.io/api/common/JsonPipe) }}</p>

<p>[Form](https://angular.io/api/forms/Form) status: {{ heroForm.status | [json](https://angular.io/api/common/JsonPipe) }}</p>

The browser displays the following:
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[Validators](https://angular.io/api/forms/Validators).required is working. The status is INVALID because the input box has no value. Type into the input box to see the status change from INVALID to VALID.

In a real app, you'd replace the diagnosic message with a user-friendly experience.

Using [Validators](https://angular.io/api/forms/Validators).required is optional for the rest of the guide. It remains in each of the following examples with the same configuration.

For more on validating Angular forms, see the [Form Validation](https://angular.io/guide/form-validation) guide.

More FormControls

A hero has more than a name. A hero has an address, a super power and sometimes a sidekick too.

The address has a state property. The user will select a state with a <select> box and you'll populate the <[option](https://angular.io/api/forms/NgSelectOption)> elements with states. So import states from data-model.ts.

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copyimport { [Component](https://angular.io/api/core/Component) } from '@angular/core';

import { [FormBuilder](https://angular.io/api/forms/FormBuilder), [FormGroup](https://angular.io/api/forms/FormGroup), [Validators](https://angular.io/api/forms/Validators) } from '@angular/forms';

import { states } from '../data-model';

Declare the states property and add some address FormControls to the heroForm as follows.

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copyexport class HeroDetailComponent4 {

heroForm: [FormGroup](https://angular.io/api/forms/FormGroup);

states = states;

constructor(private fb: [FormBuilder](https://angular.io/api/forms/FormBuilder)) {

this.createForm();

}

createForm() {

this.heroForm = this.fb.group({

name: ['', [Validators](https://angular.io/api/forms/Validators).required ],

street: '',

city: '',

state: '',

zip: '',

power: '',

sidekick: ''

});

}

}

Then add corresponding markup in hero-detail.component.html within the form element.

src/app/hero-detail/hero-detail.component.html

content\_copy<h2>Hero Detail</h2>

<h3><i>A [FormGroup](https://angular.io/api/forms/FormGroup) with [multiple](https://angular.io/api/forms/SelectMultipleControlValueAccessor) FormControls</i></h3>

<form [formGroup]="heroForm" novalidate>

<div class="form-group">

<label class="center-block">Name:

<input class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="name">

</label>

</div>

<div class="form-group">

<label class="center-block">Street:

<input class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="street">

</label>

</div>

<div class="form-group">

<label class="center-block">City:

<input class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="city">

</label>

</div>

<div class="form-group">

<label class="center-block">State:

<select class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="state">

<[option](https://angular.io/api/forms/NgSelectOption) \*[ngFor](https://angular.io/api/common/NgForOf)="let state of states" [value]="state">{{state}}</[option](https://angular.io/api/forms/NgSelectOption)>

</select>

</label>

</div>

<div class="form-group">

<label class="center-block">Zip Code:

<input class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="zip">

</label>

</div>

<div class="form-group radio">

<h4>Super power:</h4>

<label class="center-block"><input type="radio" [formControlName](https://angular.io/api/forms/FormControlName)="power" value="flight">Flight</label>

<label class="center-block"><input type="radio" [formControlName](https://angular.io/api/forms/FormControlName)="power" value="x-ray vision">X-ray vision</label>

<label class="center-block"><input type="radio" [formControlName](https://angular.io/api/forms/FormControlName)="power" value="strength">Strength</label>

</div>

<div class="checkbox">

<label class="center-block">

<input type="checkbox" [formControlName](https://angular.io/api/forms/FormControlName)="sidekick">I have [a](https://angular.io/api/router/RouterLinkWithHref) sidekick.

</label>

</div>

</form>

<p>[Form](https://angular.io/api/forms/Form) value: {{ heroForm.value | [json](https://angular.io/api/common/JsonPipe) }}</p>

*Reminder*: Ignore the many mentions of form-group, form-control, center-block, and checkbox in this markup. Those are *bootstrap* CSS classes that Angular itself ignores. Pay attention to the [formGroup] and [formControlName](https://angular.io/api/forms/FormControlName) attributes. They are the Angular directives that bind the HTML controls to the Angular [FormGroup](https://angular.io/api/forms/FormGroup) and [FormControl](https://angular.io/api/forms/FormControl) properties in the component class.

The revised template includes more text inputs, a select box for the state, radio buttons for the power, and a checkbox for the sidekick.

You must bind the option's value property with [value]="state". If you do not bind the value, the select shows the first option from the data model.

The component *class* defines control properties without regard for their representation in the template. You define the state, power, and sidekick controls the same way you defined the name control. You tie these controls to the template HTML elements in the same way, specifying the [FormControl](https://angular.io/api/forms/FormControl) name with the [formControlName](https://angular.io/api/forms/FormControlName) directive.

See the API reference for more information about [radio buttons](https://angular.io/api/forms/RadioControlValueAccessor), [selects](https://angular.io/api/forms/SelectControlValueAccessor), and [checkboxes](https://angular.io/api/forms/CheckboxControlValueAccessor).

Nested FormGroups

This form is getting big and unwieldy. You can group some of the related FormControls into a nested [FormGroup](https://angular.io/api/forms/FormGroup). The street, city, state, and zip are properties that would make a good *address* [FormGroup](https://angular.io/api/forms/FormGroup). Nesting groups and controls in this way allows you to mirror the hierarchical structure of the data model and helps track validation and state for related sets of controls.

You used the [FormBuilder](https://angular.io/api/forms/FormBuilder) to create one [FormGroup](https://angular.io/api/forms/FormGroup) in this component called heroForm. Let that be the parent [FormGroup](https://angular.io/api/forms/FormGroup). Use [FormBuilder](https://angular.io/api/forms/FormBuilder) again to create a child [FormGroup](https://angular.io/api/forms/FormGroup) that encapsulates the address controls; assign the result to a new address property of the parent [FormGroup](https://angular.io/api/forms/FormGroup).

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copyexport class HeroDetailComponent5 {

heroForm: [FormGroup](https://angular.io/api/forms/FormGroup);

states = states;

constructor(private fb: [FormBuilder](https://angular.io/api/forms/FormBuilder)) {

this.createForm();

}

createForm() {

this.heroForm = this.fb.group({ // <-- the parent [FormGroup](https://angular.io/api/forms/FormGroup)

name: ['', [Validators](https://angular.io/api/forms/Validators).required ],

address: this.fb.group({ // <-- the child [FormGroup](https://angular.io/api/forms/FormGroup)

street: '',

city: '',

state: '',

zip: ''

}),

power: '',

sidekick: ''

});

}

}

You’ve changed the structure of the form controls in the component class; you must make corresponding adjustments to the component template.

In hero-detail.component.html, wrap the address-related FormControls in a div. Add a [formGroupName](https://angular.io/api/forms/FormGroupName) directive to the div and bind it to "address". That's the property of the *address* child [FormGroup](https://angular.io/api/forms/FormGroup) within the parent [FormGroup](https://angular.io/api/forms/FormGroup) called heroForm.

To make this change visually obvious, slip in an <h4> header near the top with the text, *Secret Lair*. The new *address* HTML looks like this:

src/app/hero-detail/hero-detail.component.html (excerpt)

content\_copy<div [formGroupName](https://angular.io/api/forms/FormGroupName)="address" class="well well-lg">

<h4>Secret Lair</h4>

<div class="form-group">

<label class="center-block">Street:

<input class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="street">

</label>

</div>

<div class="form-group">

<label class="center-block">City:

<input class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="city">

</label>

</div>

<div class="form-group">

<label class="center-block">State:

<select class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="state">

<[option](https://angular.io/api/forms/NgSelectOption) \*[ngFor](https://angular.io/api/common/NgForOf)="let state of states" [value]="state">{{state}}</[option](https://angular.io/api/forms/NgSelectOption)>

</select>

</label>

</div>

<div class="form-group">

<label class="center-block">Zip Code:

<input class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="zip">

</label>

</div>

</div>

After these changes, the JSON output in the browser shows the revised *form model* with the nested address [FormGroup](https://angular.io/api/forms/FormGroup):

![JSON output](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZAAAAA3CAIAAACts4t5AAAACXBIWXMAAAsTAAALEwEAmpwYAAAXOElEQVR42u3d95dUxdYG4Pt/cxdJkAyKoEjOSEZFQKKABMkZJCmCooAoSpAgfs+ad1mrvz7dzQzM4FVr/zDrzOkKO761d530nz8qVapU6W9C/6kqqFSpUgWsSpUqVaqAValSpQpYlSpVqlQBq1KlSpUqYFWqVKkCVqVKlSpVwKpUqVKlCliVKlWqgFWpUqVKFbAqVapUqQJWpUqV/s2Adf369U8//fT+/fuDOOUXX3zxyf+nTZs2/fzzz3+tIo4dO7Z79+6nT58O1oC//PLLhx9+uHr16gcPHpSTZ8+e3bp169dff7158+bvvvvu9Yh248YNSjbp9u3bz58/37HN77//vmfPnoMHD2qg2a+//rpz5046OXny5K5du549e9ax19WrV9nu2rVrW7ZscdwfZviSxk3ZL126ZN7Hjx8PruwHDhz4/PPPL168aNJWQzRJm6VLl+7bt6+cefLkSVGCA/927Eg5P/zww/Pnz1+RVTr/6aefHBw+fJgtLl++zEm6xcXt27fZVBtOe/r06Zs3bzLEV199RYcXLlzoZmKqoBANBHU3bfCBQ4cOpf3333/vb8dmLFic6ty5cx3b0MnevXsz47Zt2+7evWteIUBA54cEsI4fPz527Fh8D6IPLViw4M0335w1a9b7f9Ls2bNv3br11wLWihUr3nnnnYcPHw7WgBxozJgxGzZsePToUTn58ccfT5gwYf/+/X4SBq9HtCNHjowcOZLfTJo0Sdx2bAMp3n77babRQDPu6O+qVavWrVv31ltvdcMR0TJ69GguPm7cOMHQH2bu3LnzxhtvnDhxojnUxIkTofwgCi5gZvURzKVwU/eAUdYnqVhqXXKmTp26cuXKtWvXOui2bFuBTNEtsPtJ4OO999777LPPHC9atOjdd98FkXiWMXRsDwJGjBih/YwZMz766CNxysT8itVAQzcTmyImZq+O2qCxJUuWLF++PBYxeDfTw3EMmHHy5MmQq2MbED99+vT58+dTEeNa0gS+EFi2bBlOXg7iXwBYgspM4Jy1ms7kpBWgdfkNE1qW5ei3336zbvhb2izsI2cet1Dh3nFb+/xkrkR++deKlAZQpuNC1NRIOcO97t27h89yRnDykgBWa8e2QXQxV48GhRYvXvzBBx+0nRQ5U6ZMsYKBrdZ16Zc+ajqxuVo9JnNhEvOt6mrLgDRwspiAc3N9oSgghUHGaWPbCPPmzeNJ3H3atGm8mTaglSRx5syZ3ZKLo0ePcn2AKE4kzsVNsd0Mb/Zy0jKrSwFrhtBYF64PFIoS8NNqHR1J1AYKsXtbUqwl5ZSWkiZyiT0KT/7S0V48HFcW/7Z4owRoBRGEbnwjntOanghvzWKCDE7SHv7fGjuFT2oRzPh0vGbNGqu4JAvPSUWbaCirxbB8UORLxKSH/uVXbMfHumVY4o5bMjGUMWPhsFWNP/74Y34iuDUs7tdUmhk5lRm16QaRZoSPEFAWxrhk4fySLGvA3LlzhyTDCmCZIOuPAicwwXjUhFcnIeiVK1diAx4v8p20SmhJodydElmUQ0fv0VpH8azVWmqvl76cgOGFjTF5DCtaxqVC0hbIbXbC64I3XfDWFiT0yJlKwItV/zLMqVOn5syZ83YfYYbtC2BpLFklRTzSv46z6oqf9evXR2Q2+Pbbb3NSPHQ0mFDRvpmxEkQibRBJpZTe+NacDIuHRCynIQ65nMcVlihHe/NqHBVRi9Gs7VyBFKoSHUnH0U2hAXWdOXPGSQkyB1UvaBykSNbQFuq0unHjRvrUzE90ZQHfsWOHwbu5B7ubnQKxShZMYlUIYdsZeB2MsNJERieZb/z48UzgPJY4D1aZg8OwKb8Cr4v7CM8CWDjJCIqnmSVQ4iQxnSem1T4+SeFxDEb58ssvneQh4l9C57xeFnnsRS1teR90aFa1FG4EXoe91K0iLYJQIH+Tt07oIy2/+eYbSmO4+D9Timee7F8mcxz/x6eUpEjEGWibtwAsquBLwpv49BCFKPd0Z+u2hdMIZGQdWqJno9En6VqTxDZi4mhDM75NIewbDqmRUQATxTppEIHPUuQS6XCn1EBciHSWW9zSmPIIb0YjgqqibcaP+shonIosGjsmPi0NCWCRQQLPM0yDb/l/lmgLL3x1jG8m5FvJwhwQUiyROfWCY6oXIaNGjbIUJ+OlLx3Pnz/vr2Ut2akppLWC1nne4FjwsCVV4sEIGGB1Y3IXB1o6NiNoC29W6Vbm05iTZdGD7nQHaJzEA2Mbn6tRdCtgEc2YAQ7RIiDJwpCQhWimOH369Iw+SspgKA06Vr5NwDIgYQExdRmT61ALcaA5R3HMWf3KX7mvk1RnfKqGRxzXKiqXibxO4kd7GOEYIhjfMV3BHdIJHuU8l8p0/sJBAgqbZA1tgJUsD7ho5l+r7oM+Cuh0y/kzsr9GI87w4cNZHKzwDXoW7SmaHNMSzxaEjkEG1U3vIwGgGVbpwezaGIR/G4dvpLKWNfAKnsaIFAihnORgjEvP+uJZG0pjdEoThFre76NkqfEx2gCOzT0X6tU3624r6cvKyVjZjtHxYFJ65p+Uz52wKnRFikFYh1Go10+8HZOOJSNkKZsAvALDFgNsYIaD6ZhcFZrjMOkkfdJqdovEOa9rqxX8Sv9aslH+1YUeWrcgmvuq0kPaiIkBMZfj8DgB8dn8EQ48h1zO0CFz0CeTpeTnPBxSSJqlzGhAyrE+MXRzRuTXzCh30zFsDCFgZVnDK6AhHitCX2j9pI8ssMlm2bXskpBEY/CfVYVIbEMF/qURxhv7J9FFdjo14A3JpXXX1wiMQTtlkadZ/GRbkU4dB0BNbZUQqG3KovFEslhK9OqlWZJevkj75nUM8gNY2vO/AljWMaJxGt2FHMZwKHiwnYWdRM2EmS05YrdUuRCuqC7iCHt+CTez7mVw08XvrcOcSTAk4Wd145dlStAShK7EPF35NVCijRW1YzL7insuHYl1QE8saHZglC08ByI2bSAp1WmZg7hWFgwWDGCRV7bipGi0onC5eNqNGzf8ZM0QPMwB0DVgSl1YSjONeSyz0hV06FjJ0nPTXoZiiGTNPTbFrWQyjuvXrxsZgmSDiRVglgNBKC5KliF74sB6cSoYBEMBAca0sVpEImYlCHHwj/lu+4DdLnq8CnEtbHObaANospEcbUUfZb+V4fxqdrIIk2zDY7gtMxhSp3rJPaz8C3Homt+InBR6zGDZARy57gCwkkYJeNaVCJSh+BP5WU76YJw7LQRuGJW/Gry0F7TiDTADrLKrZ8llV7lGAIuT5bIXnXKONsBKRmpYk0rQNIgH6yJdYi1gZATR3huwFFkwhZ1SoEXkZkJXCHuAEnb0yE1KhUhjuaZBBN4jbrMQ8XuCm0sDTFoV4uspZwQ2ucpuBVSCU3rRmKnDJLJoC7DXduEi8JqVhg5pLGsDNoqumJs47ChJYcriWv7VJYBVdt/FszbF0xDA4lS8ArgzAeWYDkjRHvigcykDx2NfeU0/t3XZlwPzsd7xZjSrI6HwwAHKJby4VtIx3GalEQt4xp6/GvsrZLDK97RJkVhiRzrGRZ3PHtbrIRyKx6TAbVsZASwBW/awVL4Et2wzE+v0uHzx1wMWPWZ/hMFkQCAA31zQgXVS/HA+zUSpxYSFck3UseBprWnhd3Yus0PR8SoVHZUzVGkE7t4ErOxEBrD4ZaIdADUBywLOUXikMI43SGo4HNfhfHJ7np39vwJY5uJP2apLjqa7WRhMxouBiGycEmxthGcwoWPShBcCVvCXCLgCPXwXJ7rTnkpBpWzqjoBV/FvdoS98NJrMvNhFJPfzboNBIWsMEMFAijUByUmynVxyh1bAYpqiQ0ougMXEKRkoUJtWT6N26yVXNKwcjYroyqSpmAzuQPssRdmdfCHpQpmt253dCHu8DudCmlHoHEa3ARaTJeXHmIUZQpUYYQtVp9jhqK2xw7LkjaO+ZsAqkUUQTs4c9BDAkh1TY9b4uJaQlGo1LyX9TwMWMUQUKCFYViQrW7b6kmEFsMhJNgiVpZIn8YnsFi3qo7bVL9dTtUmtS0FWS7kPw0OilwYsZsAzF7HqRgrebIQsERgWVLyqABa2OQ3XyRYjr4JuzmhvkFSXue5GtGyF+Kl5gY/ra9Dk54WABdbJJU0oYJTNIKHbBKxcBS+A5WRuE8kuBh2SvbmtkJ9emP01r2plu6pHAmI6UmdrjFD0TGNUwTSUHK6kYKRjR9VHbomIurhEKQkLYGXBED/xNJrhaVIYOjFXBuR+qROtdnwyfkVLBs/WftumG8s2d3lgn0F6AxyJeEsKiCRWGCbs+vXreY55WwErWx8alMsOFmn+wL1JJObDJ7Pqq0u2U4pB23y4I8+9KcVyjwYp9Ogzl6pSoTMHuQJYFgOAVa5v8jFx0byWWqxPtIHuTL3QqV7mPiyGTM2SPazsiWRzl8CghKLZgE5Nb9mJCybaScjGkmdYzpbZ1MxmVjNd96s2cEp7fg+MrNKs5UwpFS2G+Mleg5V25MiRZQNIs9YErRBWhw0bVlw5O/GcSTrAV0iBN97AhxyIHAjopJ+cIdeIESOyp559fR0xw2zkutdHxC8bNK0U9OmtXp5KzOAvEQQhd5HccRTphnnxQIciPOsw9SYI+TfwKpv9eimRsudoQMzjlkKiw6anAjWLwYDukmXobA/3vvUsl1m2bNmCf2xnZcI8qzG61Y6Jhw8f7gw2SEfVAl4zHY3PENmzK/epMJ+f4mlWHW2sENIWbeAgOCaLMbkEy5qRXBKBXGBtVi5ZgQroFOK9HTfd2y6Y5BZCbkZGB3FLwvJDIkjnnSwX6fyLMU7FFgKn3H2Wi1GGIhEjksjsHE9LtnayLTQgu76Ksv4by2i0TWm9i1zawHAqGLqlT75XCqBdu3ZxftEao0fn3L7jHae5kS0bGv0nmhFiA7rN8wWAxQ9y33NA1DqWgHEMO/AHCMyaHIG3adxaB8mBuaOyy9pSlq8v+qjj/oK+vEF7rsBOiS7VRAF1E5kiGQ2f5q9JhXJBvSP25/7ajJYBzW4NES3EsbAYxIBCyERi2FAcS8KlDbx2MjGvI0cHDUTetm1bMkHA4bh5G2S32xraCOYCnYhDIRjL1Wt6KHoTRbmixApkj6plCvyp7FhjoNwG5WT6Fh02F8Pc8Tyglc0UfCuzdyPawFUu7Z/oo3KDOP4tdVRqPSNyMJrrE017Rgc3edJAxkTMklAUT8tV8+LcuZScvil7taQ9UztJbx130HXnrs1SPbc1dFRX20XD3CvDDfbt2xfRxDPGzIhzorFpmz/jHMClFAifnC2OhJlI5CTvBegU0hYa2dAcUGnPsmC0P7ez8hZq5C04SUbGyZMk8nCD8KJwyEvBa+uudBtEMn069p/ogVP1vtYxMMB6IfVnX3Ogt7S++lMO/wukwrXqNu8YfD16GHQdWqgsxb2fbhlS6ijRYImZkl9yNBTX47oxOXR+DqdgXMcLxC/HiQQKQPd/W7CfpHKHqgN68q8+/DxUxMAyf5Xa4D6J+VeRVPSFCcjfl6wrSnj2euGdKH8Lyi1+KQJene7du5fLr/LEwb1xQdY50ItCFbCGilQ3KhSV16A/0FtpKEhBpFLu9uTwv9yTs40ziE/avjRVwKpUqdLfhipgVapUqQJWpUqVKlXAqlSpUgWsSpUqVfqbA9bjx48fPXr09OnTBw8eDN2j2M+fP8/zz5muWzNsaBZmnj171spbtxtJ8JwuWna7Wpc2PW7A+a2Pnjx5olm3iXTHRjjUMv/6m9lbJb13717HGx3yur7qkZUqvTxg5T7do0ePzpgxo9tjGSJt//795f2fHRHhzJkzeaFaRxLDc+bM2bFjx8aNG5ctW9bt/ZZ79uyZNWtWXkd16dIlvK1YseLw4cMzZ87s9vj41atX87apxYsXb9++vWMbck2fPr3cNd5k3iyrV68m4/vvv9/tHb4XL140yPHjx+fPn793717yYvLkyZOzZ88u96D/0XcvuGbTpk1rPjGzYcOGMWPGYPKfcd9spUp/AWBBK3CQ9290u4P+wIEDIq3Hw7R+GjduXMcHO0N3797NS4JAQ55A7ths06ZN48ePP3ToEGbAFt7gl2HzfruOXfLiqp07d4ItiNCxDbADZ93erJAX18ybNw+UmL2bmKdOnRo1atS+ffuA0ZYtW44cOZLnv8jV+spa8Ae4YdbatWvbRrh58+aqVavKm20qVao0YMBav369HCHP6AYUbt++LXE4ceJEnjBSan3yySfw6Ny5c6nmoM/Zs2d1kd3kZe1CNC+fz8NKgtZPMiPnU6bl3TKbN29et24daIARiiMB3FaEHjx4cMqUKaABQl25ciWN4ZfZu93Um5feAQ6wu3XrVhxev34d8t64cePbPtJRyeZA0Wdek8KLCxcuHDt2rLz5ZPny5cBx9+7dkyZNkk5qqXvbTXTwDkLpBYy0lK+NHTs2j0q1Zlglb12yZEkzkwKveYy8+mWlSi8DWIAJHgnjlStXClSVjqDN29DzYDrQmTBhAsiYOnWqY2iS95MpiMCKXqBHlaSx83Io2CS5EMwagJIFCxYkZwFnwhvMJR8BRsZs29OBNWvWrIEjEjFAo/769NNPYYfEpNvOl/N4gCbQMG8gggiyGPxPnjxZ8qUvIMaPGs2YpMB8GmA4jyLDO1WeBnn7gpP//e9/85621qo275MkIzA1FCblbhhufvgEYFkGmrtmAItOWp+erVSp0gAAq43gS95BIdEQnyopKAZigAtQuH//vlB3Mm9xhiZwKrmMBklw8l4aSJcvAoA/lVrHV82kzeBKiyt4B0fyKm6Yhe28zzuA5YyaVI5DhIULF8Kv5it+dFf6vUoeBNTM3pRaZvfCF/VWqlQBq78kHxFR6kRFHyTKs/sSkGzuqOBkE3nVnNiTScEpZ/I2xXw6cdGiRZIX3WUTMEKioYZ6/e8AyA533sAnfyyAVV5A+MefLwBq7o6/OsnO8nWsNkSmQxBJvT2uYFSqVAGrvySi1DiqqpEjR0pGduzYAaT2798Pj0S7lOHgwYOpFvP6c1UVwFLZBbA0njdv3sSJE/M2ayTRWLp06WsGrG3btuWrk/m3FbAIVR4fh7z4b/tayaBQXg0q02xWf/LQYcOG9bhAUalSBax+Ebi5du2a8AZAFy9eXLZsmQTk7t27QAoeqaGyGbRy5UpxqDzMVn0Aq3wZWFGZN64AKXF7+fJludggfiD+hSQfzCczypm2DKtsTsm/iNPtdodXoePHj9OYmrftbVklwxro+4srVaqA1U6PHz+WGcmJ8iUyeUoAKwUO3FHowYJdu3ZJtW7dujV37twAVt4BrwoTh34dPXo01IBW4E9Go0hsAhaYUJoNaA/L4JKmvMqyG505cwarGMMVeFW63rlzR5fWDAueYp5ckkF5YvMmT11M1O0LFP2hbntYuZxa97AqVRqcklB9pEoS1ZBL9rFlyxZpF3CBAvnsVb4mot7Jl4chGjiDOxKrESNGSMpy2S4fZ5VlTJ8+veM7DBWeQndA77SHmMOHD+/xoSQAsXz58lGjRk3sI4KYYuHChfmKQblK6CfMK3tlWx3fudzxKuGAqF4lrFTpdQDWH39+Sal8bSlAIEkR8Lk4KOoEMxhy7HxuTQA9cC2hKFCvXr165MgRLbvtLktw9B3Qw0CgECx2+1ZgCCTdaKHkWbLF3Iclacp3pBW8p06d6nZv18OHD8sFh5cGrI4fCJBhgcve702vVKkC1j+BcqdC78+69CaVYPlM0xARsL5y5YrssvlBHZyvXbu23uleqdK/ArAkSgP9LFoz/wJ5+fDfEJG8DCQpPJt3S6xfvz4fAa7PElaq9M8HrFcnNdr9+/eH4rsprVOAxY45lJO5NaQaolKlCliVKlWqgFWpUqVKFbAqVapUqQJWpUqVKmBVqlSpUgWsSpUqVaqAValSpQpYlSpVqjQ09H+RETxouwORmwAAAABJRU5ErkJggg==)

Great! You’ve made a group and you can see that the template and the form model are talking to one another.

Inspect *FormControl* Properties

At the moment, you're dumping the entire form model onto the page. Sometimes you're interested only in the state of one particular [FormControl](https://angular.io/api/forms/FormControl).

You can inspect an individual [FormControl](https://angular.io/api/forms/FormControl) within a form by extracting it with the .get() method. You can do this *within* the component class or display it on the page by adding the following to the template, immediately after the {{form.value | [json](https://angular.io/api/common/JsonPipe)}} interpolation as follows:

src/app/hero-detail/hero-detail.component.html

content\_copy<p>Name value: {{ heroForm.get('name').value }}</p>

To get the state of a [FormControl](https://angular.io/api/forms/FormControl) that’s inside a [FormGroup](https://angular.io/api/forms/FormGroup), use dot notation to path to the control.

src/app/hero-detail/hero-detail.component.html

content\_copy<p>Street value: {{ heroForm.get('address.street').value}}</p>

You can use this technique to display *any* property of a [FormControl](https://angular.io/api/forms/FormControl) such as one of the following:

|  |  |
| --- | --- |
| **Property** | **Description** |
| myControl.value | the value of a [FormControl](https://angular.io/api/forms/FormControl). |
| myControl.status | the validity of a [FormControl](https://angular.io/api/forms/FormControl). Possible values: VALID, INVALID, PENDING, or DISABLED. |
| myControl.pristine | true if the user has *not* changed the value in the UI. Its opposite is myControl.dirty. |
| myControl.untouched | true if the control user has not yet entered the HTML control and triggered its blur event. Its opposite is myControl.touched. |

Learn about other [FormControl](https://angular.io/api/forms/FormControl) properties in the [*AbstractControl*](https://angular.io/api/forms/AbstractControl) API reference.

One common reason for inspecting [FormControl](https://angular.io/api/forms/FormControl) properties is to make sure the user entered valid values. Read more about validating Angular forms in the [Form Validation](https://angular.io/guide/form-validation) guide.

The *data model* and the *form model*

At the moment, the form is displaying empty values. The HeroDetailComponent should display values of a hero, possibly a hero retrieved from a remote server.

In this app, the HeroDetailComponent gets its hero from a parent HeroListComponent

The hero from the server is the *data model*. The [FormControl](https://angular.io/api/forms/FormControl) structure is the *form model*.

The component must copy the hero values in the *data model* into the *form model*. There are two important implications:

1. The developer must understand how the properties of the *data model* map to the properties of the *form model*.
2. User changes flow from the DOM elements to the *form model*, not to the *data model*. The form controls never update the *data model*.

The *form* and *data* model structures need not match exactly. You often present a subset of the *data model* on a particular screen. But it makes things easier if the shape of the *form model* is close to the shape of the *data model*.

In this HeroDetailComponent, the two models are quite close.

Recall the definition of Hero in data-model.ts:

src/app/data-model.ts (classes)

content\_copyexport class Hero {

id = 0;

name = '';

addresses: Address[];

}

export class Address {

street = '';

city = '';

state = '';

zip = '';

}

Here, again, is the component's [FormGroup](https://angular.io/api/forms/FormGroup) definition.

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copythis.heroForm = this.fb.group({

name: ['', [Validators](https://angular.io/api/forms/Validators).required ],

address: this.fb.group({

street: '',

city: '',

state: '',

zip: ''

}),

power: '',

sidekick: ''

});

There are two significant differences between these models:

1. The Hero has an id. The form model does not because you generally don't show primary keys to users.
2. The Hero has an array of addresses. This form model presents only one address, a choice [revisited below](https://angular.io/guide/reactive-forms#form-array).

Nonetheless, the two models are pretty close in shape and you'll see in a moment how this alignment facilitates copying the *data model*properties to the *form model* with the patchValue and setValue methods.

Take a moment to refactor the *address* [FormGroup](https://angular.io/api/forms/FormGroup) definition for brevity and clarity as follows:

src/app/hero-detail/hero-detail-7.component.ts

content\_copythis.heroForm = this.fb.group({

name: ['', [Validators](https://angular.io/api/forms/Validators).required ],

address: this.fb.group(new Address()), // <-- [a](https://angular.io/api/router/RouterLinkWithHref) [FormGroup](https://angular.io/api/forms/FormGroup) with [a](https://angular.io/api/router/RouterLinkWithHref) new address

power: '',

sidekick: ''

});

Also be sure to update the import from data-model so you can reference the Hero and Address classes:

src/app/hero-detail/hero-detail-7.component.ts

content\_copyimport { Address, Hero, states } from '../data-model';

Populate the form model with *setValue* and *patchValue*

Previously you created a control and initialized its value at the same time. You can also initialize or reset the values *later* with thesetValue and patchValue methods.

*setValue*

With setValue, you assign *every* form control value *at once* by passing in a data object whose properties exactly match the *form model*behind the [FormGroup](https://angular.io/api/forms/FormGroup).

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copythis.heroForm.setValue({

name: this.hero.name,

address: this.hero.addresses[0] || new Address()

});

The setValue method checks the data object thoroughly before assigning any form control values.

It will not accept a data object that doesn't match the FormGroup structure or is missing values for any control in the group. This way, it can return helpful error messages if you have a typo or if you've nested controls incorrectly. patchValue will fail silently.

On the other hand,setValue will catch the error and report it clearly.

Notice that you can *almost* use the entire hero as the argument to setValue because its shape is similar to the component's [FormGroup](https://angular.io/api/forms/FormGroup) structure.

You can only show the hero's first address and you must account for the possibility that the hero has no addresses at all. This explains the conditional setting of the address property in the data object argument:

src/app/hero-detail/hero-detail-7.component.ts

content\_copyaddress: this.hero.addresses[0] || new Address()

*patchValue*

With patchValue, you can assign values to specific controls in a [FormGroup](https://angular.io/api/forms/FormGroup) by supplying an object of key/value pairs for just the controls of interest.

This example sets only the form's name control.

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copythis.heroForm.patchValue({

name: this.hero.name

});

With patchValue you have more flexibility to cope with wildly divergent data and form models. But unlike setValue, patchValue cannot check for missing control values and does not throw helpful errors.

When to set form model values (*ngOnChanges*)

Now you know *how* to set the *form model* values. But *when* do you set them? The answer depends upon when the component gets the *data model* values.

The HeroDetailComponent in this reactive forms sample is nested within a *master/detail* HeroListComponent ([discussed below](https://angular.io/guide/reactive-forms#hero-list)). The HeroListComponent displays hero names to the user. When the user clicks on a hero, the list component passes the selected hero into the HeroDetailComponent by binding to its hero input property.

hero-list.component.html (simplified)

content\_copy<nav>

<[a](https://angular.io/api/router/RouterLinkWithHref) \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes | async" (click)="select(hero)">{{hero.name}}</[a](https://angular.io/api/router/RouterLinkWithHref)>

</nav>

<div \*[ngIf](https://angular.io/api/common/NgIf)="selectedHero">

<app-hero-detail [hero]="selectedHero"></app-hero-detail>

</div>

In this approach, the value of hero in the HeroDetailComponent changes every time the user selects a new hero. You should call*setValue* in the [ngOnChanges](https://angular.io/guide/lifecycle-hooks#onchanges) hook, which Angular calls whenever the input hero property changes as the following steps demonstrate.

First, import the [OnChanges](https://angular.io/api/core/OnChanges) and [Input](https://angular.io/api/core/Input) symbols in hero-detail.component.ts.

src/app/hero-detail/hero-detail.component.ts (core imports)

content\_copyimport { [Component](https://angular.io/api/core/Component), [Input](https://angular.io/api/core/Input), [OnChanges](https://angular.io/api/core/OnChanges) } from '@angular/core';

Add the hero input property.

src/app/hero-detail/hero-detail-6.component.ts

content\_copy@[Input](https://angular.io/api/core/Input)() hero: Hero;

Add the ngOnChanges method to the class as follows:

src/app/hero-detail/hero-detail.component.ts (ngOnchanges)

content\_copyngOnChanges()

this.heroForm.setValue({

name: this.hero.name,

address: this.hero.addresses[0] || new Address()

});

}

*reset* the form flags

You should reset the form when the hero changes so that control values from the previous hero are cleared and status flags are restored to the *pristine* state. You could call reset at the top of ngOnChanges like this.

src/app/hero-detail/hero-detail-7.component.ts

content\_copythis.heroForm.reset();

The reset method has an optional state value so you can reset the flags *and* the control values at the same time. Internally, resetpasses the argument to setValue. A little refactoring and ngOnChanges becomes this:

src/app/hero-detail/hero-detail.component.ts (ngOnchanges - revised)

content\_copyngOnChanges() {

this.heroForm.reset({

name: this.hero.name,

address: this.hero.addresses[0] || new Address()

});

}

Create the *HeroListComponent* and *HeroService*

The HeroDetailComponent is a nested sub-component of the HeroListComponent in a *master/detail* view. Together they look a bit like this:

![HeroListComponent](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAaQAAAEICAMAAAAnTHCSAAAC/VBMVEX////u7u4zerczMzPMzMz7+/vx8fEubaQzM4zS//9sMzP//9L/67Ky6/8zM2zSjDOMMzPr//8zbLJss+zu7tTrsmyEye+Eerf//+uN0v//0owzMzmo2+7y8/NneruzbDNZWVkzjNOli7j///nu28o5MzPv7uHct7wzntRdNjPc7u4zMz//9MDz//8zjMr5//////M/MzO56/+d1v///9UzNVtZV1Tk//9RMzXl7u7XnVDL9//FoLg2fL7y4dczM1LIhTbu69s3hMczP1KExuv//+XuzcR7vO7v7+m4eVbU9v+r4P+Der3/6rm4m7j/4KvzyIlYRTxGOTN8wOX+2J+z5f+HyPjG4u1WmtTRrbwzetn/683z5M340o/mt3T+6+Rnt+BLo9hRodNNe7g/erfLtLYxdbB2MzPY///4+fjF7u40te6j0e1ssuXlwL7h0LZUZHlTWFo5RlmZV1UzM0xSPzOFNTPO7P+O1vhfreHV1tZoodPr1cfnv4GzjnXerFwzOUXy//u15u7l5eZYrN1YfLpAeq03WYmlemCGUzSsXDOQOTPU7+///9/l2NFWktCvkrhCWXQzPG3krWTi+P/p8fX/9/DV5+//9NyOtNQ3lNKCq8qAibczX6szTZ9bdozyvXhCV1t4Y1i/eTTC8P+Zz+hrrNl/wdX/+c85kctXjMdGisTTxLqkmbr027ebV3pyVUK22PJhlMffy8ZMe8KYgblsh7FXcKdaX500OX5WWW2IdV/FjV18XEpgVkOeTDNMMzN/tNuwssRle6Py0qBwiJPIiVN3PDOq3/h1lMVyib6UlLX32qrWpXZaUz3d6PO+1uPi4OCqx9x0e7pbiLjKrIVdWYJ6VXqpiG27mmqMclPSj1GVYTtszPLx6eVLjc52pco7criwfLDfx6vrzKTTvoqzckLo6uiq1+Knudv/9NG0xs58pbiVurWmlo6zcIdvbmxM0PXs/+sznOW36N2Qnr+PVX1DQzOtxrvo6K/SspK1soyMj1+s0vKaVWp+Z3mvAAAT/ElEQVR42uyY30sUURTHB85D9sMtFUOdBzdsgmVb1l1TFyE22kQypNX88aAW9lIPiT9wtV/mvqlFiFFiD2VWhA8R5INkoWll9dIPgkJIKCMioj+i796Z2dlrzpoEEnQ+D7oz984ZOB/uPWeuwjAM87/R8ihCNDpR9/vIpg0p65UkDH/BcBI2bnGkKszfM/yNdNQBzyolbbyQwpLWgrw91Psddo68D1DzaiVtYUlrws5jjhpFcENLWc+S/kmqfUi0kdFJv9j/zlVSdOR+oqT6vgiFnnYpgnpzPJOAZQED04RpdbKkr1OauxWz5Th4uLnb5R7psuIxSVZS4QHZmouizteknvHGJXUHKOSspOAhBTRiHBdqs9Jd5HO3fRBixUBsVpGPgicTJBXe1ELOCLnLFDkOJLUGRqevHzdvqgNe3M0hvJBZSt5Hik7UeS1pL9Q7KFH3+tVaU1J1ILgPI2EXdJrj4QAupO1urLMjNqt0P6WnWZIoOOtV8p8TbEhxIEkvgQdd7li8Zy41gyXZgaxqROrgz7e6qBL6JH40zlwr1iXl39LTibzu9So9+CPmjW6VJTVOL3r0rOOmJalJmO90+JfEyYQO0bcY7wtr8MjY0oBaAgo/I8kXz3cUGO21wy8kIcOTt8WtClyV5qrZSRsHPJMoScxGVEeqHAeS0tPEDGO33fUYL2aSMXQW1ZvSi5FJddQpqKJsPeHYkNqcAPXGkSr6NVtJQzvuQrh105ydlYv/UhxI2iYpxTorU5iVCLvUMiSNTExJORQnmSR0hRECUc1GkhRHkiTYTBkKY1ORfPHtqwd5w2eTf8nWVT2ToMJe0lg/tc89OX0FzywrSY6z3EqqVRi7A4emhLyhNKjZsiR4s7yguhjj4fYBrySpJLZbAjtJRhxZEkof16SVCWuXXhqLKpcykGu0XnquW2uM7i6XThkfQg/KzXHIzZBWUpZ4GvTY1CQ5jpAkd3fcfNsCNe7xN6j5LQvUWx5rvdRxtF0/Fmi3R5eEpAZnxacTHY1/J3UHMBkOahSTzbTuMnatVwEbSXIcIUn+TuKStOIpOOj1x08UpjUYi29dh30UwiEELRaLcXFCUFggVk/ooaEJc8ndVuRT5/od/uUkSXEsSXzi8Gdsn0fioiPvPGaXhpQNXvUk1JcGnLm5W0+YR3QRCk10KaBiSrPKfX1fVezkTmyEy0mS40CS+dy8cXbHkhiGYRiGYRiGYRiGYRiGYRiGYRiG+cUuHZ1AEMJQFI2CWIW/W1pKSQd+WdS2tOLiFDBmYAL3FHAhvAAAAADAuT6snrPRBU/ppprPqdp/pdKSn1Zku9Ivz8+mv6HZh451afK1T97pAPki7sxtJJPJ/dlludIB8k3c1eylypS8ybLTIfKMFCDPSAHyjBQgz0gB8owUIM9Id32+j+R/7JpPTNNQHMfbFzxyMGnaS21Ct7QLieiNNLZLuiyzmaSXHbCEZH86E8WJR6fs4txuy9zBjAR3dC5jcGHMu5wULipcQeNFOXgwYOLR33ujA3RhRZMJyV7gdf29vt/2fp/+vu/XZTuj5xqS6oNuejMHfWh1n2OJkTk4egWeHI8ZD2f2iGII4TZX6Bo2eWy0G6MSi9/UFSSm9Zq4KC7f68WImeD7DmnqGrHRy4em7SuUtwuR4WgvSLOBAnSNRVivVf+NQ5d4nQoS5uAX46eBJLKuM4nhtljC1Y6dTUj3oc+Fo8IRGjY6PSSSRDzEuyZmYbUxhvv0CjUmcdIwE2vJhaLwtVWlDTMOvFaI8ZuAx+lMBdU3XEGiZbhMX06iuVFg/lNAN4sV7EIObCS1antIe60YVh41vkoiQjF8Z/jJhF6Qns8psIC3GzFaUm2EJxhWEj3fZGl1TkSO97l5hkOIpZuvEFqc7DMk9P3qZ7T3gKJ2NnBqXd299IDya+xl6sKQjbafUZ73AhouhylP8yRIkhgB4ciq0HMphqtP6mKcQOISyheIl5qDM8g2OUaMZBzIBo2m7TKTeMCfUHQxoXgF/B8AFzlaRi/pplCFIQCk8ZnVrCEHZiSRyJ0uvlTgol6QauIMqEBNjIEIzNNNmwVdmJRMBJC0lGGBO/AjmQsKzqSMDew533+ANHLNX1l4EQUafnT3sn/x7fadNe3646Wp28X8w4tLaNgztJoGlicUDlaczjxVQh+VzOoMwwWJEBEeQSJ3s3Uls1jJSiUejM64XFcgv9ztSVoVNjsIZiafxTkiQUhpy4e9dBQT7CGN3OMHkGCCG7ljrQjM2BdjzrkuRiC1BBY7Jn4aBax12Y7cqX2GpD0MR+275RZCe+MqgfT4Fpp6kYHxN9Gp8aLtqCDYT4IEC5FjeCWyD6/zEBJL1jm9mZUfqsHp9QJYnHGyVstVJunmWGEWv4BAtSFhFz78R1wZxbUfeY2XSqixO+9AggmuIHlvKt6nXzAk8LKFWAID7A4kGZGWInZ96Md60tfnwsGzU0Fpirxa6kAaJ4aokKY8T9ZsgIR6QWIm9kspyIugGekGSRKDZnU2Ppuj/woS8XESJFV7/q4JdgizoGVPCUkXs1YE56asffrwiPsT0oEfsMPpyu47s7+ZNPLmKsQ+XeaI5RDSfdRuCf4ZVXQDyTBr61jaEy2+GyTaSkzMeFeWU0chyWNY7txCyjpydwwSuKDVOIQPDxE10luxU8odbUHFA5B0Mdhd7rSZDiQLTEafIaHAcNmEbck8DumaHzlNu1HmekMCPFvtR6VGoSukkF1XmFagcBTSNBeBfdql3MUVp3A4BgmBizzPgCd/C6Vgx2/nbaR9eKnsqAtKL0iA96kiicA2p+glFHEKBweSLt4cNZbwXluloSwxlmyf0t/CYeR2mRsJRytj6TumAwlte4bsXNi/N17MLwAwN5C8QpBs2XG6GySw5fAtTx+FRHtxCe7yYXa+U4IflzuTlOAhqOk/tCK4BMenctIHV5EJK/O9MwmnDkDCn0erlXKkBK9N8ASSU8pD2W2oKCaZ8BluBQr9hYTLOTsepqg7a6gDSUtfJrX39kUozSsOpPPztdA/u+/65Dr47u4MQcK6Kln10QGkMwwJZI/I5ADSWYbUbgNIA0gDSANIA0jnCdLgx5G/2LeDIgAAEIZh4N80Tyxsd4mOtiCOlBkXZMaC/YJgn5e7vvBMZAAAAAAAAAAAZFlSDQAAAADHnvm9NBVHAfzSETIrl8nAvFxkjfswNpvTxmSSSjVUhDJLe7Cek1AUMTXU9lL4oyLSzIys1B586MEKFgUVQWQPgj5U9ENICKIg+gPypbNz/d67iXfDS2bI+bxs98t338H57HzP+X7HMAzDMAzDMAzDMAzDMAzDMMxGxQawa9mTNbJB0NI8ck1aLdvSIBNf7JC6RWLWWhLhf+mVTKjbncGS1lHS25Qo9389UwGumFgK+3aypHWURFEmZtJAzjT7PpRkAkv6V5KIwy54UsSS/m9JUhifWNJaS7rxbkqFlki7GHeEKqrdzQ343tn06Qy4m0cyEknynBIysn6P++DAnQdifUSbeOLccxXksUg71ySLkqpcQLg7vdr4phx8kmuxO5sHjYE3CSSFciC1iMrTNBDyhUCcpFCFChruRpZkSdLJQvAvzJZ/7QO5cWlcfjhbfKhemsShx3NK8Ucf+AvMJNEn/JVa7N2RYaVpXuv3riulMHpJyZWcnwE2zw0pXR98kJ7PkpJJiockTbbBQA3tVa8x1tqsL5RSzlLShhxzwe16c0lhWinUDyUd9LlBVa41ahJth4GlKgRlLMmCJDtgRAlPGzhoVmuBqDX7vUIDTjKVZKeVslU4KxGX+8mOkDQzfqTAOCCxpKSSFlJ0cii0eRMiVJg59NZGFQa5CzJOEL4cySQFIb1GT630fEOSgaeNJVmpSVsvRguHBsZ2O46L2AXp0cgNU0nB6EpZ2D6cVjS6cWC5JGf5o8UpYEmWJO0AA9robKKCkC0CDSSSZMMcik6JpUyXRD3+eDWNsqS/IAlHKLSrkYRphhOXS8qMkdTtAkQeu7XINcmqpD0m9wRJtzvjXmhfLnkMrLQS9fg/hxVuHCxLwtiOBlaWFN843DRtHIJic0stWklS3oTeUaCd8yzJwmF2UHTcGM2x9/d0SWQGM0SchGoTXLDSIapK1QeDLU8rdUl7X+g/g0EAB0uyIMkzDT2oBrGrdC4SkpIfZsVfFa0okGTQ7RHtb6SFihrmqsikVy6WZEUSuaGS0dWrwkDc6Sb2Wqikw+RPvykAudMr3Lgjx2Omh6HkoJIbzZ+rP4bKm3pVWWVJ1iRR80X01BiVhKjrM71gNfAf1ZPKJYYatAQsBMC2JPRNrPJ9AtdmSX/aO7OQqKIwjp84raaWhjA1RRMyDzINM2qOoYSRhaiIk6UFxUBBlFGU7U20gJUtVJTRBu0rEW0vmdlGq5WFEe0v7dBm9NACFX333KV7pxFrzHGm+f8eZvP7ZmR+c858c8+93w1wqYJWGBZNvW3/bRXI+eyUWKqws0Yk7dyuZKlLFUXcVq3tm/L8qJVKPnoW6fmlyEoqGCEJAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA+GnY+Ivu+l4ZfaQDnDt2Uhpyitt/1VctLV93bCblBsimpzgU5g8kFUTFByKJz9W1GQpYUueVOF6JJMXGMA2jJC2EJP0dJMls3ZquthJojqSukNRykiqWq/Pd8HPboyDp30o6/DDZdmK2Nt2JNl40EsRtutN91LIivnazXY01r50kLPpKil/IFzNBRtoXkiQfx1nEzWs3x/nkitd5ftpqo/aSglHLZvLsC7PFZ4WIjdHnRiC/SUqgpp6WonXfNEkZZ6yLLFWapEtJtrKbXG7m4EmWYs2XhKQeZFIv6WuSPN/1O7v1K0kSzSTNOy1DOY9P1+cKSSe/WbMtM7kthxHz+/NsissaRjddybayuymG3MjDV9Lw/lmDpd6bXJWkTneqJH6Q7rj7z0iVqjaKlfoWcn+SPvZOy5dnu7nRQlIl75AnGjeYu+tzhSQu3XNeps4Q6r/A3EmUL7+sMTfy0Fd3fUQvjbnyx78xSfQ2irBuWqyxx5AmKS5Bnu+6xMZIkkg8tSH0n0uSxsit72JTpI42k5WvxUEO+WWNuZGHURJVvEqjkoWNSdqitAzoRrHKINzhX1J0FM13FPXELiRpGHNlSWKAiEfJ1Mk9TKKAsnwLhy4RKkmb7rQ3RqKHX0nam5RA19FarNWvJKeY79xWXWRir9XjThUZc4Uk+Z8w9abrQvrSs0i4kumeIknLhSS6G4gkCvAniUbJGJqgYlPUSCrgOOe2z8ZcH0mUqqFK0uVCUmAjiUoD/5L6jt82oe+sAXYlMsFqm3r9zUZHF2OujyR6RDfBqZLUXEx3omBQfoJWNiWp6e8kKgFmpLp5iTw+SVnWHL/fSUZJFEcXRkkiF99JGhl8jFx1NSlJq9BMvRuRRAbGDuyYqUgSJboo4Yy5vpKcvflcpcFXVZ78srpcSBLzXdYw8ftFL4ku/UhSf+vUWBuRRAMg+9wgh/wMdDGDotnox9yY6yuJ5GSdtzN2eDkfy6Q/FTNdboRK4r/oIzeoy6YtAS5VkmhAPa0q048kZauB7YNI9P0xGyd3MCxRy5HER5yih/J19/kWY65RkvhTtuUm50/SxVDLri425EYePpIIsW1ukq5wYDeO0uKQP0li+1vFMXdjkpibHtNqRueLo2LrW2HStgmGXKMkYjRtuxNnmCEKqKwrMeaCAEjgWwLPjcihETxMLy3qtpqcZuWCFiSDx6+n99mTfDKzWbmgBaGeubQFp4inzWlWLmhRTOKUctfympULAAAAAAAAAACA/43OXWeUKCsEIFShvRIr8iAptCFJfKws6eJRTvvp0/pcxYOik8U3riza52DOupm2O+vlXYdAa0HT3ee0fEkSncWPGOSQV2p30qW5O8vgRHw6JLUqtCb+whr/UZnuCpOkfYPXFXc+yyezR7zbgVkVeYmVtGs+aE1IUqfd5v2SJOeUBWe4JCk+Tkx/tBeDGFWRuX9OKCFJKohKuxkbU3Bl6YjDUX4lTWagFRGSSAePjUkgFx6rUVLfWVuxJtf6CEmrVpCkHZxzs48k2tuNSMtH4dCqCEl0aF1szJCa5HWT6AgIvSRmqpvJ135HCQ4AAAAAAAAAAADw31Fa7m0LQg1veanekbf+VXsQaryq9+osldeXtgOhR2l9OdPwtmnHQOjRro2XabSFo9CkXVtICnkgKQyApDAAksIASAoDICkM+CeSNkRkp/vGCZqkfkfkkwyMWpDD/GEITWFAR/AkTf+QSlfOGgskBUCwJL2rdTDW99IyknRxl6uMTunhrHNVv5ueyjLeLnNN7cnYpgWustr0ftNdrlQ1BBBBlLS3IZOxHftzc1jh3WL2evpI5q7KNNW4SNLUq8xTNcGUe95uqjlop5GkhQAiiJJSPSXM1DCRJAkyRg7JLaGhdZokrWGs4F7K8BPpjB34tIckKSGQJBNESdG1juhrHyVJpkPvT7lGkgzxOMkQkjwuiepielwJgSRBMCUNadjjKTGRpIJdl97cqvld0pI4tXBQQiBJJoiSWOX+hj2SpEqa3hIvq9OdJmn43UxVkhICSTLBlFT44aBdkuQ5sT5xvuugQxQOZZqkIbnH4xLdVXn9fuRrIQwQwZQkDR1JkumBq7r2xYl0UYJ/SlElsdf3RdmdWOfKUUIi8fRtTRH8zUJUzeGXawAETZIpd57dWbcEG+oCIHgjadQpV9m19Qz8DaGyFRwYgKRIBJLCAEgKAyApDNBL8vZiIBTp5WUa5eUMhCJ6MaXSkTAg1KCjxkpxEFmIg6EDAIg0fgK17/3QfrEAhgAAAABJRU5ErkJggg==)

The HeroListComponent uses an injected HeroService to retrieve heroes from the server and then presents those heroes to the user as a series of buttons. The HeroService emulates an HTTP service. It returns an Observable of heroes that resolves after a short delay, both to simulate network latency and to indicate visually the necessarily asynchronous nature of the application.

When the user clicks on a hero, the component sets its selectedHero property which is bound to the hero input property of the HeroDetailComponent. The HeroDetailComponent detects the changed hero and re-sets its form with that hero's data values.

A "Refresh" button clears the hero list and the current selected hero before refetching the heroes.

The remaining HeroListComponent and HeroService implementation details are not relevant to understanding reactive forms. The techniques involved are covered elsewhere in the documentation, including the *Tour of Heroes* [here](https://angular.io/tutorial/toh-pt3) and [here](https://angular.io/tutorial/toh-pt4).

If you're coding along with the steps in this reactive forms tutorial, generate the pertinent files based on the [source code displayed below](https://angular.io/guide/reactive-forms#source-code). Notice that hero-list.component.ts imports Observable and finally while hero.service.ts imports Observable, of, and delay from rxjs. Then return here to learn about *form array* properties.

Use *FormArray* to present an array of *FormGroups*

So far, you've seen FormControls and FormGroups. A [FormGroup](https://angular.io/api/forms/FormGroup) is a named object whose property values are FormControls and other FormGroups.

Sometimes you need to present an arbitrary number of controls or groups. For example, a hero may have zero, one, or any number of addresses.

The Hero.addresses property is an array of Address instances. An *address* [FormGroup](https://angular.io/api/forms/FormGroup) can display one Address. An Angular [FormArray](https://angular.io/api/forms/FormArray) can display an array of *address* FormGroups.

To get access to the [FormArray](https://angular.io/api/forms/FormArray) class, import it into hero-detail.component.ts:

src/app/hero-detail/hero-detail.component.ts (excerpt)

content\_copyimport { [Component](https://angular.io/api/core/Component), [Input](https://angular.io/api/core/Input), [OnChanges](https://angular.io/api/core/OnChanges) } from '@angular/core';

import { [FormArray](https://angular.io/api/forms/FormArray), [FormBuilder](https://angular.io/api/forms/FormBuilder), [FormGroup](https://angular.io/api/forms/FormGroup), [Validators](https://angular.io/api/forms/Validators) } from '@angular/forms';

import { Address, Hero, states } from '../data-model';

To *work* with a [FormArray](https://angular.io/api/forms/FormArray) you do the following:

1. Define the items (FormControls or FormGroups) in the array.
2. Initialize the array with items created from data in the *data model*.
3. Add and remove items as the user requires.

In this guide, you define a [FormArray](https://angular.io/api/forms/FormArray) for Hero.addresses and let the user add or modify addresses (removing addresses is your homework).

You’ll need to redefine the form model in the HeroDetailComponent constructor, which currently only displays the first hero address in an *address* [FormGroup](https://angular.io/api/forms/FormGroup).

src/app/hero-detail/hero-detail-7.component.ts

content\_copythis.heroForm = this.fb.group({

name: ['', [Validators](https://angular.io/api/forms/Validators).required ],

address: this.fb.group(new Address()), // <-- [a](https://angular.io/api/router/RouterLinkWithHref) [FormGroup](https://angular.io/api/forms/FormGroup) with [a](https://angular.io/api/router/RouterLinkWithHref) new address

power: '',

sidekick: ''

});

From *address* to *secret lairs*

From the user's point of view, heroes don't have *addresses*. *Addresses* are for mere mortals. Heroes have *secret lairs*! Replace the *address* [FormGroup](https://angular.io/api/forms/FormGroup) definition with a *secretLairs* [FormArray](https://angular.io/api/forms/FormArray) definition:

src/app/hero-detail/hero-detail-8.component.ts

content\_copythis.heroForm = this.fb.group({

name: ['', [Validators](https://angular.io/api/forms/Validators).required ],

secretLairs: this.fb.array([]), // <-- secretLairs as an empty [FormArray](https://angular.io/api/forms/FormArray)

power: '',

sidekick: ''

});

Changing the form control name from address to secretLairs drives home an important point: the *form model* doesn't have to match the *data model*.

Obviously there has to be a relationship between the two. But it can be anything that makes sense within the application domain.

*Presentation* requirements often differ from *data* requirements. The reactive forms approach both emphasizes and facilitates this distinction.

Initialize the "secretLairs" *FormArray*

The default form displays a nameless hero with no addresses.

You need a method to populate (or repopulate) the *secretLairs* with actual hero addresses whenever the parent HeroListComponent sets the HeroDetailComponent.hero input property to a new Hero.

The following setAddresses method replaces the *secretLairs* [FormArray](https://angular.io/api/forms/FormArray) with a new [FormArray](https://angular.io/api/forms/FormArray), initialized by an array of hero address FormGroups.

src/app/hero-detail/hero-detail-8.component.ts

content\_copysetAddresses(addresses: Address[]) {

const addressFGs = addresses.map(address => this.fb.group(address));

const addressFormArray = this.fb.array(addressFGs);

this.heroForm.setControl('secretLairs', addressFormArray);

}

Notice that you replace the previous [FormArray](https://angular.io/api/forms/FormArray) with the [FormGroup](https://angular.io/api/forms/FormGroup).setControl method, not with setValue. You're replacing a *control*, not the *value* of a control.

Notice also that the *secretLairs* [FormArray](https://angular.io/api/forms/FormArray) contains FormGroups, not Addresses.

Get the *FormArray*

The HeroDetailComponent should be able to display, add, and remove items from the *secretLairs* [FormArray](https://angular.io/api/forms/FormArray).

Use the [FormGroup](https://angular.io/api/forms/FormGroup).get method to acquire a reference to that [FormArray](https://angular.io/api/forms/FormArray). Wrap the expression in a secretLairs convenience property for clarity and re-use.

src/app/hero-detail/hero-detail.component.ts (secretLayers property)

content\_copyget secretLairs(): [FormArray](https://angular.io/api/forms/FormArray) {

return this.heroForm.get('secretLairs') as [FormArray](https://angular.io/api/forms/FormArray);

};

Display the *FormArray*

The current HTML template displays a single *address* [FormGroup](https://angular.io/api/forms/FormGroup). Revise it to display zero, one, or more of the hero's *address*FormGroups.

This is mostly a matter of wrapping the previous template HTML for an address in a <div> and repeating that <div> with \*[ngFor](https://angular.io/api/common/NgForOf).

The trick lies in knowing how to write the \*[ngFor](https://angular.io/api/common/NgForOf). There are three key points:

1. Add another wrapping <div>, around the <div> with \*[ngFor](https://angular.io/api/common/NgForOf), and set its [formArrayName](https://angular.io/api/forms/FormArrayName) directive to "secretLairs". This step establishes the *secretLairs* [FormArray](https://angular.io/api/forms/FormArray) as the context for form controls in the inner, repeated HTML template.
2. The source of the repeated items is the [FormArray](https://angular.io/api/forms/FormArray).controls, not the [FormArray](https://angular.io/api/forms/FormArray) itself. Each control is an *address* [FormGroup](https://angular.io/api/forms/FormGroup), exactly what the previous (now repeated) template HTML expected.
3. Each repeated [FormGroup](https://angular.io/api/forms/FormGroup) needs a unique [formGroupName](https://angular.io/api/forms/FormGroupName) which must be the index of the [FormGroup](https://angular.io/api/forms/FormGroup) in the [FormArray](https://angular.io/api/forms/FormArray). You'll re-use that index to compose a unique label for each address.

Here's the skeleton for the *secret lairs* section of the HTML template:

src/app/hero-detail/hero-detail.component.html (\*ngFor)

content\_copy<div [formArrayName](https://angular.io/api/forms/FormArrayName)="secretLairs" class="well well-lg">

<div \*[ngFor](https://angular.io/api/common/NgForOf)="let address of secretLairs.controls; let i=index" [[formGroupName](https://angular.io/api/forms/FormGroupName)]="i" >

<!-- The repeated address template -->

</div>

</div>

Here's the complete template for the *secret lairs* section:

src/app/hero-detail/hero-detail.component.html (excerpt)

content\_copy<div [formArrayName](https://angular.io/api/forms/FormArrayName)="secretLairs" class="well well-lg">

<div \*[ngFor](https://angular.io/api/common/NgForOf)="let address of secretLairs.controls; let i=index" [[formGroupName](https://angular.io/api/forms/FormGroupName)]="i" >

<!-- The repeated address template -->

<h4>Address #{{i + 1}}</h4>

<div style="margin-left: 1em;">

<div class="form-group">

<label class="center-block">Street:

<input class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="street">

</label>

</div>

<div class="form-group">

<label class="center-block">City:

<input class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="city">

</label>

</div>

<div class="form-group">

<label class="center-block">State:

<select class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="state">

<[option](https://angular.io/api/forms/NgSelectOption) \*[ngFor](https://angular.io/api/common/NgForOf)="let state of states" [value]="state">{{state}}</[option](https://angular.io/api/forms/NgSelectOption)>

</select>

</label>

</div>

<div class="form-group">

<label class="center-block">Zip Code:

<input class="form-control" [formControlName](https://angular.io/api/forms/FormControlName)="zip">

</label>

</div>

</div>

<br>

<!-- End of the repeated address template -->

</div>

</div>

Add a new lair to the *FormArray*

Add an addLair method that gets the *secretLairs* [FormArray](https://angular.io/api/forms/FormArray) and appends a new *address* [FormGroup](https://angular.io/api/forms/FormGroup) to it.

src/app/hero-detail/hero-detail.component.ts (addLair method)

content\_copyaddLair() {

this.secretLairs.push(this.fb.group(new Address()));

}

Place a button on the form so the user can add a new *secret lair* and wire it to the component's addLair method.

src/app/hero-detail/hero-detail.component.html (addLair button)

content\_copy<button (click)="addLair()" type="button">Add [a](https://angular.io/api/router/RouterLinkWithHref) Secret Lair</button>

Be sure to add the type="button" attribute. In fact, you should always specify a button's type. Without an explicit type, the button type defaults to "submit". When you later add a *form submit* action, every "submit" button triggers the submit action which might do something like save the current changes. You do not want to save changes when the user clicks the *Add a Secret Lair* button.

Try it!

Back in the browser, select the hero named "Magneta". "Magneta" doesn't have an address, as you can see in the diagnostic JSON at the bottom of the form.

![JSON output of addresses array](data:image/png;base64,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)

Click the "*Add a Secret Lair*" button. A new address section appears. Well done!

Remove a lair

This example can *add* addresses but it can't *remove* them. For extra credit, write a removeLair method and wire it to a button on the repeating address HTML.

Observe control changes

Angular calls ngOnChanges when the user picks a hero in the parent HeroListComponent. Picking a hero changes the HeroDetailComponent.hero input property.

Angular does *not* call ngOnChanges when the user modifies the hero's *name* or *secret lairs*. Fortunately, you can learn about such changes by subscribing to one of the form control properties that raises a change event.

These are properties, such as valueChanges, that return an RxJS Observable. You don't need to know much about RxJS Observableto monitor form control values.

Add the following method to log changes to the value of the *name* [FormControl](https://angular.io/api/forms/FormControl).

src/app/hero-detail/hero-detail.component.ts (logNameChange)

content\_copynameChangeLog: string[] = [];

logNameChange() {

const nameControl = this.heroForm.get('name');

nameControl.valueChanges.forEach(

(value: string) => this.nameChangeLog.push(value)

);

}

Call it in the constructor, after creating the form.

src/app/hero-detail/hero-detail-8.component.ts

content\_copyconstructor(private fb: [FormBuilder](https://angular.io/api/forms/FormBuilder)) {

this.createForm();

this.logNameChange();

}

The logNameChange method pushes name-change values into a nameChangeLog array. Display that array at the bottom of the component template with this \*[ngFor](https://angular.io/api/common/NgForOf) binding:

src/app/hero-detail/hero-detail.component.html (Name change log)

content\_copy<h4>Name change log</h4>

<div \*[ngFor](https://angular.io/api/common/NgForOf)="let name of nameChangeLog">{{name}}</div>

Return to the browser, select a hero (e.g, "Magneta"), and start typing in the *name* input box. You should see a new name in the log after each keystroke.

When to use it

An interpolation binding is the easier way to *display* a name change. Subscribing to an observable form control property is handy for triggering application logic *within* the component class.

Save form data

The HeroDetailComponent captures user input but it doesn't do anything with it. In a real app, you'd probably save those hero changes. In a real app, you'd also be able to revert unsaved changes and resume editing. After you implement both features in this section, the form will look like this:

![Form with save & revert buttons](data:image/png;base64,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)

Save

In this sample application, when the user submits the form, the HeroDetailComponent will pass an instance of the hero *data model* to a save method on the injected HeroService.

src/app/hero-detail/hero-detail.component.ts (onSubmit)

content\_copyonSubmit() {

this.hero = this.prepareSaveHero();

this.heroService.updateHero(this.hero).subscribe(/\* error handling \*/);

this.ngOnChanges();

}

This original hero had the pre-save values. The user's changes are still in the *form model*. So you create a new hero from a combination of original hero values (the hero.id) and deep copies of the changed form model values, using the prepareSaveHerohelper.

src/app/hero-detail/hero-detail.component.ts (prepareSaveHero)

content\_copyprepareSaveHero(): Hero {

const formModel = this.heroForm.value;

// deep copy of form model lairs

const secretLairsDeepCopy: Address[] = formModel.secretLairs.map(

(address: Address) => Object.assign({}, address)

);

// return new `Hero` object containing [a](https://angular.io/api/router/RouterLinkWithHref) combination of original hero value(s)

// and deep copies of changed form model values

const saveHero: Hero = {

id: this.hero.id,

name: formModel.name as string,

// addresses: formModel.secretLairs // <-- bad!

addresses: secretLairsDeepCopy

};

return saveHero;

}

Address deep copy

Had you assigned the formModel.secretLairs to saveHero.addresses (see line commented out), the addresses in saveHero.addresses array would be the same objects as the lairs in the formModel.secretLairs. A user's subsequent changes to a lair street would mutate an address street in the saveHero.

The prepareSaveHero method makes copies of the form model's secretLairs objects so that can't happen.

Revert (cancel changes)

The user cancels changes and reverts the form to the original state by pressing the *Revert* button.

Reverting is easy. Simply re-execute the ngOnChanges method that built the *form model* from the original, unchanged hero *data model*.

src/app/hero-detail/hero-detail.component.ts (revert)

content\_copyrevert() { this.ngOnChanges(); }

Buttons

Add the "Save" and "Revert" buttons near the top of the component's template:

src/app/hero-detail/hero-detail.component.html (Save and Revert buttons)

content\_copy<form [formGroup]="heroForm" (ngSubmit)="onSubmit()" novalidate>

<div style="margin-bottom: 1em">

<button type="submit"

[disabled]="heroForm.pristine" class="btn btn-success">Save</button> &nbsp;

<button type="reset" (click)="revert()"

[disabled]="heroForm.pristine" class="btn btn-danger">Revert</button>

</div>

<!-- Hero Detail Controls -->

<div class="form-group radio">

<h4>Super power:</h4>

<label class="center-block"><input type="radio" [formControlName](https://angular.io/api/forms/FormControlName)="power" value="flight">Flight</label>

<label class="center-block"><input type="radio" [formControlName](https://angular.io/api/forms/FormControlName)="power" value="x-ray vision">X-ray vision</label>

<label class="center-block"><input type="radio" [formControlName](https://angular.io/api/forms/FormControlName)="power" value="strength">Strength</label>

</div>

<div class="checkbox">

<label class="center-block">

<input type="checkbox" [formControlName](https://angular.io/api/forms/FormControlName)="sidekick">I have [a](https://angular.io/api/router/RouterLinkWithHref) sidekick.

</label>

</div>

</form>

The buttons are disabled until the user "dirties" the form by changing a value in any of its form controls (heroForm.dirty).

Clicking a button of type "submit" triggers the ngSubmit event which calls the component's onSubmit method. Clicking the revert button triggers a call to the component's revert method. Users now can save or revert changes.

This is the final step in the demo. Try the [Reactive Forms (final) in Stackblitz](https://angular.io/generated/live-examples/reactive-forms/final.stackblitz.html) / [download example](https://angular.io/generated/zips/reactive-forms/final.reactive-forms.zip).

Summary

* How to create a reactive form component and its corresponding template.
* How to use [FormBuilder](https://angular.io/api/forms/FormBuilder) to simplify coding a reactive form.
* Grouping FormControls.
* Inspecting [FormControl](https://angular.io/api/forms/FormControl) properties.
* Setting data with patchValue and setValue.
* Adding groups dynamically with [FormArray](https://angular.io/api/forms/FormArray).
* Observing changes to the value of a [FormControl](https://angular.io/api/forms/FormControl).
* Saving form changes.

The key files of the final version are as follows:

src/app/app.component.html

src/app/app.component.ts

src/app/app.module.ts

src/app/hero-detail/hero-detail.component.ts

src/app/hero-detail/hero-detail.component.html

src/app/hero-list/hero-list.component.html

src/app/hero-list/hero-list.component.ts

src/app/data-model.ts

src/app/hero.service.ts

content\_copy<div class="container">

<h1>Reactive Forms</h1>

<app-hero-list></app-hero-list>

</div>